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Abstract

To guide software development, the estimation of the impact of decision making on the
development process can be helpful in planning. For this estimation, often prediction
models are used which can be learned from project data. In this paper, an approach for
the usage of agent-based simulation for the prediction of software evolution trends is
presented. The specialty of the proposed approach lies in the automated parameter esti-
mation for the instantiation of project-specific simulation models. We want to assess
how well a baseline model using average (commit) behavior of the agents (i.e., the
developers) performs compared to models where different amount of project-specific
data is fed into the simulation model. The approach involves the interplay between
the mining framework and simulation framework. Parameters to be estimated include,
e.g., file change probabilities of developers and the team constellation reflecting dif-
ferent developer roles. The structural evolution of software projects is observed using
change coupling graphs based on common file changes. For the validation of simula-
tion results, we compare empirical with simulated results. Our results showed that an
average simulation model can mimic general project growth trends like the number
of commits and files well and thus, can help project managers in, e.g., controlling
the onboarding of developers. Besides, the simulated co-change evolution could be
improved significantly using project-specific data.
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1 Introduction

The analysis of software repositories can be used to detect and forecast software
evolution trends. Topics of interest are manifold and include developer contribu-
tion behavior (Ben et al. 2013; Joblin et al. 2017; Lima et al. 2015), changes and
growth (Robles et al. 2005; Shihab et al. 2012; Kim et al. 2008), software network
evolution (Amrit and van Hillegersberg 2010; Bhattacharya et al. 2012), and the pre-
diction of bugs (Wiese et al. 2015) and effort (Kocaguneli et al. 2011). The aim of
investigating software evolution is to understand the underlying processes which drive
and impact the evolution, e.g., the reason why certain changes are performed. The his-
tory of changes is stored in the Version Control System (VCS) and is available for
analysis. In the case of Open Source Software (OSS), the data is usually stored in
repositories hosted on collaborative coding sites like GitHub. Software evolution sim-
ulation approaches use a model of the system which is filled with knowledge by mining
real software projects. Since the changes made by the developers of the software are
responsible for its evolution, we build our model upon the developers and their change
behavior. Agent-based Modeling and Simulation (ABMS) allows us to model software
evolution from the perspective of the developers performing changes to the software
entities, e.g., files, classes, or modules.

Simulating the actions of developers, can help to estimate the future maintenance
effort spent in the project and, thus, aid in planning. In practice, it is hard to figure out
simulation models which are valid for the whole application area (Sargent 2011). Using
project-specific simulation models retrieved from empirical data can mitigate this
problem, but may be not suitable for every type of software project. A close interaction
between the mining step as parameter estimation and the simulation framework for
the instantiation provides researchers with large testing possibilities. This establishes
an important step in assessing the validity of software process simulations.

This work is based on the PhD thesis of the first author (Honsel 2019) and has the
following contributions:

— The introduction of an automated parameter estimation approach including the
development of a framework to instantiate simulation models for software evolu-
tion.

— An elaborated simulation model of software evolution which builds upon lessons
learned from past studies (Honsel et al. 2014, 2015, 2016a).

— A case study including ten OSS projects comparing project-specific and general
software evolution models as well as the evaluation of these for different points in
time, i.e., short-term versus long-term prediction.

The remainder of this paper is structured as follows: We present the background of
software evolution and agent-based simulation in Sect. 2. In addition, an overview on
related work in the field is given in this section. In Sect. 3, we present a motivating
example to illustrate possible applications of our work. Then, we describe our approach
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of automated simulation parameter mining from OSS project data and the associated
simulation process in detail in Sect. 4. In Sect. 5, we present our case study on the
validation of different software evolution simulation models. Finally, we conclude the
paper in Sect. 6 and give an outlook on future work.

2 Background and related work

In this section, we present the foundations of software evolution and how questions
concerning software evolution can be analyzed. Then, we go into detail about agent-
based simulation models and their ways of validation. In addition, we present the state
of the art and common approaches from related work. For our work, we combine
methods from different fields. Thus, it is important to present the basic ideas behind
the methods used as well as how they interact.

2.1 Analysis and prediction of software evolution

The investigation of software evolution dates back to Lehman (1980) who first inves-
tigated program evolution within his work at IBM. As an outcome of this research, the
laws of software evolution were formulated that try to describe the interplay between
changes, related system growth and complexity, and need for program adaption, e.g.,
maintenance activities. These investigations induced increasing interest in the topic of
software evolution research, which focuses on understanding the causes and impact
of changes to the software. Entities involved in software evolution are the develop-
ers since the perform the changes to the software, software artifacts since they are
changed, and bugs since they may be introduced due to changes.

Important research topics reach from developer contribution behavior (Lima et al.
2015; Bhattacharya et al. 2014), the nature of OSS and its evolution (Khondhu et al.
2013; Fernandez-Ramil et al. 2008; Alfayez et al. 2017), software changes (Shi-
hab et al. 2012; Kim et al. 2008), or the causes, localization and prediction of
bugs (Lamkanfi et al. 2010; Wiese et al. 2015; Rahman and Devanbu 2011).

We start our investigations from the inside of the software projects, i.e., examining
the work performed by the developers. Their changes directly impact the growth of the
software system. Dependencies between the different actors in software evolution like
developers, software artifacts, and bugs, can be represented by networks. Following
these strategies, we can analyze the evolution of the work of developers and related
software growth as well as the evolution of structural properties of the software system.
Respected data can be retrieved from VCSs, Issue Tracking Systems (ITSs), and
mailing lists by software repository mining.

Mockus et al. (2002) presented an interesting case study of two major OSS projects:
Apache and Mozilla. The authors aim to understand the nature of OSS software
projects. For this, they analyze different aspects of the software evolution process,
e.g., team structure, the role of core members, communication, and bug fixing behav-
ior.
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Developer behavior and roles

The work of developers, especially in OSS projects, depends on many factors like
knowledge, experience (Bhattacharya et al. 2014), background, interests, and moti-
vation (Li 2012). All of these can vary over the time. To measure the contributions
performed by individual developers, no general method exist. Developers’ contribu-
tion can be described as the entire list of activities a developer performs during the
development of the software (Gousios et al. 2008). Several approaches try to express
the contribution of a developer in a timespan by, e.g., the number of commits per-
formed in this interval, the number of Lines Of Code (LOC) written (Yamauchi et al.
2018; Bird et al. 2011), or the number of feature requests solved.

To sort developers who behave similarly, developers can be classified by their role
in the software project. A common approach for this task is the onion model (Crow-
ston and Howison 2006) which assumes that 80% of the work performed in a software
project is done by the top 20% of the developers. This leads to a structure where the
top contributors present the core developers whereas the rest are peripheral develop-
ers. This core/periphery structure is utilized for many studies (Yu and Ramaswamy
2007; Amrit and van Hillegersberg 2010; Terceiro et al. 2010). Joblin et al. (2017)
evaluated the findings from count based contribution measures and compare them with
metrics retrieved from hierarchy networks. As a result, they found that count-based
metrics deliver consistent results, but enriched with information from collaboration
networks it can support research in this direction. Taking this into account, we propose
a count-based model reflecting different contribution activities and different roles of
developers.

Software changes and growth

Software changes to affected software entities, e.g., file, classes, or software mod-
ules (Turski 1996), impact the growth of the software system directly. The addition
and deletions of files change the file count whereas modifications also change the LOC
count (total number of LOC). Both are common measures for the size of the software.
Godfrey and Tu (2000) showed that such growth behavior often follows sub-linear
trends, but also other patterns are possible, e.g., super-linear growth patterns (Herraiz
et al. 2006). In our work, we take the number of files (NOF) as measurement for the
system size into account.

Changes to the software can have different purposes. Usually, a change set of files
is changed for solving one or more tasks. These tasks can represent a feature addition,
a bug fix, or other maintenance activities. Since developers also incidentally fix bugs,
complete various tasks at once or commit work in progress, it is not easy to map
developer activities to their intentions, i.e., tasks, exactly (Konopka and Navrat 2015).
Several approaches exist to untangle these changes, e.g., Herzig and Zeller (2013);
Hindle et al. (2009). An issue which is especially relevant for our work is to identify
changes as bug fixing changes. To define the workload of different developer types,
it is important to know how many commits and bug fixes they perform. A common
approach is the SZZ algorithm (Kim et al. 2008) which does exactly this classification.
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Since the SZZ algorithm has some disadvantages, e.g, many false positives, we use
validated data by Herbold et al. (2019) for our work.

Software networks

A software network can be defined as a set of nodes N which can represent any kind
of software entities, persons that are involved in the software development process, or
bugs that affect the software. Software entities can also be considered on the function
level, e.g., for constructing function call graphs. The relations between the different
nodes are defined by a set of edges E which link two nodes ny, ny € N. Generally,
networks can be directed or undirected depending on the kind of relationship. Here, we
only consider undirected networks. Software networks can represent structural proper-
ties of the software under investigation, e.g., call graphs (Bhattacharya et al. 2012) and
inheritance graphs, or collaborative properties, e.g., developer co-editing (Caglayan
et al. 2013), or bug assignments (Bhattacharya et al. 2012). Interesting research top-
ics using software networks in software engineering reach from the detection of core
developers (Huang and Liu 2005) over communication activities in OSS projects (Bird
et al. 2006) to bug prediction (Meneely et al. 2008).

In social network analysis, a common task is to detect communities within the
network. A community is defined as “...groups of vertices which probably share
common properties and play similar roles within the graph” (Fortunato 2010). In
software networks, communities can represent different entities, e.g., packages, related
test files, or teams of developers.

For finding evolutionary patterns in the growth of software networks, we trace
some network metrics over the time. To represent structural as well as semantically
related software entities, we take change coupling graphs into account (Ball et al.
1997; D’ Ambros et al. 2009). Change coupling is defined as “...the implicit relation-
ship between two or more software artifacts that have been observed to frequently
change together during the evolution of a software system” (D’ Ambros et al. 2009).
The analysis of change coupling evolution is often used for change recommendation
since software entities that have often been changed together in the past are likely to
be changed together in the future, or to detect design issues (Gall et al. 1998). Apart
from that, the evolution of itself as well as its impact, e.g., on defects, is of inter-
est (D’Ambros et al. 2009). We also consider communities of the change coupling
graph as well as respect the change coupling structure in the file change strategy of
developers.

2.2 Agent-based simulation

Agent-based simulation can model complex scenarios with rather simple rules. The
main challenge in ABMS is the model building process. This includes the description of
the behavior of the agents, which can be implemented rule-based. The model building
process involves finding a balance between assumptions you make on the model and
finding suitable changeable parameters. Agents are individuals with an autonomous
behavior which can be adapted (Macal and North 2005), i.e., the agents can learn over
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the time. Moreover, agents can interact which each other. Agents can be active via
performing actions on their own as well as passive by just changing their state and
attributes. Applications of ABMS show a wide range from business market analysis
to health related issues, e.g., the humane immune system (Macal and North 2006).

In software engineering, ABMS is seldom used. Most similar to our approach is
the work of Smith et al. (2006) who propose an agent-based simulation model for
software evolution with developers, requirements, and modules as active agents. In
their work, they use a grid-based representation of the software project where the
agents can move around in their neighborhood each simulation round. Hence, the
developers can only work on nearby modules. Moreover, they can leave the project by
moving outside of the grid. Additionally, developers can leave the project according to
a motivation factor. Possible developer activities are the creation of new modules on
requirements, refactoring modules, and develop modules. For validation, the authors
compare empirical trends like the growth and the complexity of the software system
with simulated trends like we do in our research. Compared to Smith et al. (2006), we
reflect also structural properties of the software, the evolution of bugs, and developer
roles. Moreover, we use networks instead of a grid as a topology which makes the
simulation more flexible and able to represent different perspectives on the systems’
evolution, e.g., relationships between developers and evolution of logical coupling of
the software.

Garcia-Garcia et al. (2020) published a recent literature review on Software Process
Simulation Modeling. They identified 36 papers as state of the art from 2013 and 2019.
Within their study, agent-based simulation and Discrete-Event Simulation are the most
used paradigms with 25% each. Still, most of the work listed there focus on a defined
environment, e.g., process model, or a given task, e.g., predict the risk of the project
to fail or the training of junior system engineers and project managers. In our work,
we use ABMS for more general software evolution scenarios and trend prediction.

An interesting study related to our work is presented by Ali et al. (2018). The authors
also investigate whether an agent-based model of software evolution can reflect real
world processes. Different to our work, they reworked an existing System Dynamics
simulation into an agent-based framework and checked the appropriateness for this
purpose. For describing the complexity of a software project, they use Actor Network
Theory which include different actors and their interrelations, e.g, project managers,
developers, or mutable tools with the overall aim to measure the health of the system.
Furthermore, they performed an evaluation of the effect of attitude changes, e.g., by
the project manager. Their evaluation is based on an experts opinion instead of real-
world data, since their model requires a lot of project information to be instantiated
as a real software project.

2.3 Validation of simulation models

For the validation of simulation models, several approaches exist depending on the
purpose of the simulation. Sargent (2011) pointed out that simulation models should
be evaluated with respect to the answers the model is targeted to answer. Therefore,
one has to specify needed output variables as well as the extent of accuracy needed
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to answer the questions adequately. Usually, tests are performed until the model is
valid for a sufficient set of experiments. The following aspects should be considered:
if model assumptions are valid, if it is well designed towards its intended purpose,
and checking if the system is implemented right. Furthermore, it is important to check
the output behavior of the simulation model (Sargent 2011). One of such approaches
is the comparison of empirical with simulated data. To support the internal validity,
it is also common to have several runs of a simulation to mitigate model variability.
An advantage of the approach presented in this paper is the facilitation of predictive
validation, since data can be taken as input for selected points in time. Thus, the
prediction results can be easily compared through the collaboration with the mining
framework.

3 Motivating scenario

Generally, the motivation of our work is two-fold. First, we aim to provide decision
support for software project managers by estimating the impact of different parameter
sets, i.e., project settings. Second, we want to support researchers who are interested in
the simulation of software evolution by providing a mining and simulation framework
which are closely working together. By this, different outputs are available for analysis
and for a smarter validation of simulation models. In the following, we only provide
an example scenario for the first layer, since the second layer emerges from the paper.

Scenario From the starting point of a project manager, it is an important task to
estimate the future effort spent by the developers. Usually, this is based on expertise.
This is not an easy task since OSS development is an undetermined environment. Our
idea is to use a simulation model based on previous evolution of the software. We
assume that such a project specific simulation model can yield realistic predictions.
For comparison, we assume that an average behavior taken from a set of OSS projects
is not adequate to forecast the ongoing in a software project sufficiently. As a result of
the comparison it gets clear whether an average model is powerful enough to predict
software evolution trends and how much empirical data can improve simulation results.

A concrete use case considers project managers monitoring the onboarding pro-
cess: The progress in many OSS projects hosted on, e.g., GitHub is controlled by the
incoming pull requests. Usually, every pull request needs to be reviewed by a core
developer and, thus, the number of commits is limited by the number of core develop-
ers (committer). An active core of the project is essential to keep the project healthy.
Hence, it is an important task for the project manager to determine the number of
developers to onboard.

Figure 1 shows the project manager thinking about an appropriate project setting,
e.g., to find out the appropriate number of new developers to onboard. He decides to use
the proposed simulation framework to test the impact of different factors. Changeable
parameters are the number of developers he plans with, the expected size of the software
system, and the development time in days. Then, the simulation runs and predicts the
estimated trends, e.g., the workload performed by the developers. It is possible to
adapt the parameter set if the simulation output is not in line with his conception. This
establishes a feedback loop for project managers and developers.
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Fig. 1 Usage scenario of proposed simulation framework
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Fig.2 Agent-based simulation model

4 Methodology

In this section, we present our approach in detail. Since our goal is to analyze the
evolution of OSS projects using agent-based simulation, we start with the description
of our simulation model. We proceed to describe how we mine software repositories
to automatically estimate required parameters to instantiate the simulation model fol-
lowed by a description of the mining framework. Finally, we describe how the tools
presented here can be applied to almost any open source project.

4.1 Simulation model

The agent-based simulation model used for this evaluation is depicted in Fig. 2. The
main agents as well as their interaction is described below.

The SimulationContext represents the initial class of the simulation model. At
simulation start-up, it creates a given number of developers and is initialized with
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project-specific parameters such as the maximum project size and the number of
rounds to simulate. Furthermore, the SimulationContext knows all instantiated agents
as well as all networks, representing dependencies between the agents, at runtime.
The simulation is round-based and one round in the simulation represents one day in
real life. Every turn each developer has the opportunity to work. Whether she makes
a contribution depends on her role and the associated probabilities.

The Developer is considered as active agent because its development work adds,
deletes, and updates files. This contribution makes the project evolve over time. Devel-
opment work means to apply a commit. How often a developer performs a commit
and how many files are affected per commit depends on the probabilities for the spe-
cific developer type based on the mining process. The developer types KeyDeveloper,
MajorDeveloper, and MinorDeveloper mainly differ in their commit frequency. The
Maintainer is similar to the KeyDeveloper, only with a particularly high number of
bugfixes. How the classification works in detail is described in the mining process.

Categories represent folders or packages of the software in which files are grouped
together in a logical context. When a file is created, it will be assigned to a category
with a certain probability depending on the size of the category. This allows us to
simulate the clusters of the change coupling more realistically.

To make a statement about the quality of the software under simulation, we use the
number of Bugs assigned to the Files. For this, bugs are weighted according to their
type. A bug is generated by the SimulationContext according to the creation probability
of the specific bug type. After the instantiation the bug will be assigned to an almost
randomly selected file. According to D’ Ambros et al. (2009), a property that makes
a possible assignment of a bug to a file more likely is the coupling degree of the file.
We model this by computing the error proneness based on the coupling degree, i.e.,
the number of links to other files, of the file in the change coupling network which is
introduced below. This behavior simulates the occurrence of bugs managed in an issue
tracking system and created by users, testers, or developers. Each commit a developer
can fix a bug with a certain probability depending on the type of the developer.

Dependency networks

To model a software system more accurately, dependencies between involved agents
have to be described. For this we use networks where the nodes represent the agents and
they can be connected by weighted edges. The following three networks are defined
for our simulation model.

File—developer network This network represents the dependency between a File
and a Developer. The first edge connected to a file is created when a developer cre-
ates the file. Further edges are created when a developer modifies a file that has not
previously connected to the developer. If a developer modifies a file and there already
exists an edge between them, then the weight of this edge will be increased. The state
of a file can change with every commit. An example of the file—developer network
is depicted in Fig. 3.

This network provides the the following properties of a file: the owner as the
developer that changed the file at most; the number of authors represented by the
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Fig. 3 Example for a file—developer network. Touches are represented as weight of an edge. The red
marked edges represent the owner of a file. Behind the filename is named in brackets the creator of the file
(color figure online)

Fig.4 Example for a bug—file network. Any created issue is assigned to an already existing file

Fig.5 Example for a change
coupling network. The weights
of the edges represent how many
times files are changed together
in one commit. Bold printed
edges represent the membership
in a cluster

degree of the file in this network; the number of touches calculated by summing up
the weights of all connected edges.

Bug—file network After a Bug is created and the File to assign is selected, both
agents will be linked by an edge in this network.

The edge contains information whether a bug is closed or not. Thus, the bug does
not have to be deleted and we can reopen it, if required. An example for a bug—file
network is shown in Fig. 4.

Change coupling network This network describes dependencies between files that
are changed several times together in a commit. In Fig. 5 an example for a change
coupling network is presented.

This network provides the change coupling degree of a file. This is used, for exam-
ple, for the determination of error prone files (D’Ambros et al. 2009). The change
coupling network generates clusters of files that are changed often together. Accord-
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ing to Ball et al. (1997), files of one cluster are semantically related. Therefore, this
network is the most precise representation of the software under simulation.

Software changes and growth

A commit can consist of several file changes which can be additions, deletions or mod-
ifications. The growth of the software system as measured in the number of files (NOF)
results directly from these changes, i.e., the file additions and file deletions. Depend-
ing on the role of the developer, it is determined whether the developer works in this
simulation round and if so, how many file actions she performs. A model assumption
behind these probabilities is that the file actions are geometrically distributed (Hon-
sel et al. 2014). A geometric distribution counts the number of trials before the first
success. In our scenario, this means that necessary adoptions are modeled as failure
and a success is that the software is in a satisfactory state, thus, no adaption is needed.
This can be expressed by P(action) = (1 — p)¥p with p the probability for each
action = {create,update, delete} and k the number of attempts. In this version
of the geometric distribution, we have the expectation value £ = FTP and, thus,
P=m

To instantiate the simulation model, the parameters gathered by our mining frame-
work are used. If the mined parameters are not suitable to simulate growth realistically,
then we can use the adjustable parameters to tweak the developers contribution behav-
ior. This is particularly useful when there is strong growth in the initial phase of the
project.

Simulation framework

For simulation purposes we are using the agent-based modeling and simulation frame-
work Repast Simphony (North et al. 2013). It provides a Graphical User Interface
(GUI) to control and parameterize the simulation at runtime as well as time series or
histogram charts of desired properties during the simulation.

4.2 Mining software repositories

In our approach, we use real data as input for the simulation to gain realistic results.
This data stems from the history of software projects stored in VCSs, ITSs, and mailing
lists. In this section, we describe how we learn aspects required for an agent-based
simulation model of software evolution from this data. For the comparison of empirical
and simulated behavior, we need a set of metrics, which are introduced in the following
sections.

Developer behavior and roles
An important point in designing an agent-based simulation model for software evo-

lution are the changes to the software. For this, it is indispensable to get a deeper
understanding on the way developers work since they are responsible for the changes.
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To grasp the structure of the software team constellation, developers are classified into
roles depending on their commit behavior. For this, we take heuristics about commits
and bug fixing commits into account. A bug fixing commit is a commit labeled as bug
fix as explained in Herbold et al. (2019).

For the developer classification, we tested different thresholds for the separation into
the following three types: core, major, and minor developer. We identified the following
classification as applicable for many software projects: A developer performing over
30% of the overall commits is defined as core developer, with over 2% of all commits
as major developer, and all developers with less commits are classified into minor
developers. A core developer can have the additional role of a maintainer, if she
performs over 15% of all bug fixes (Herbold 2019). To demonstrate the applicability
of this classification, we illustrate our approach for an existing open source project. For
this, we calculate all role separation thresholds both using our approach and the onion
model (Crowston and Howison 2006) for the OSS project Zookeeper. In Zookeeper, 87
developers were active in the observed timespan. Applying the thresholds mentioned
above, our approach identifies one core developer, ten major developers, and 76 minor
developers. Using the 80% percentile, the onion model generates 20 core developers
and 67 peripheral developers.

Figure 6 shows all developers of Zookeeper sorted by their total number of commits.
Our approach is colored for the different roles whereas the onion model threshold is
presented as blue line at 17 commits. Thus, all developers with at least 17 commits
are classified into core developers and the rest as peripheral developers. From this,
we construe that for projects with a long tail, i.e., many tiny developers, our model is
more suitable because the diversity of developer workload within the groups is quite
large using the onion model.

We observe this behavior for many OSS projects. Still, for projects where the
number of commits (NOC) are distributed more equally, the onion model splits the
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developers similar to our approach. Then, core and major developers conform to core
developers and minor developers conform to peripheral developers.

We trace the evolution of the NOC performed by each developer regarding the
commit behavior over the time. The number of bug fixing commits are also taken into
account for modeling the probabilities of the different developer roles to fix a bug
within a commit.

Software changes and growth

As mentioned above, the commit behavior of the developers follows a geometric
distribution. In the used version of the geometric distribution, we have the expectation
value E = 1=2 and, thus, p = E+r1 Hence, for the estimation of parameters, we take
all observations from the version history belonging to the same developer role and
action and derive the probabilities p from the expectation value of the corresponding
observation sequence.

The probability whether a change introduces a new bug is based on the bug fixing
probabilities of the different developer types. For this, the ratio of bug fixing commits
and other development commits is calculated and taken as average for each developer
type. The bugs are categorized into major, normal, and minor bugs mirroring the occur-
rences retrieved from the ITS. Major bugs cover major bugs and worse, e.g., critical or
crash. The bugs evolution and lifetime is evaluated in our former work (Honsel et al.
2016a) and, thus, not in this paper.

Software networks

We consider different kinds of software networks for the simulation of software evolu-
tion: developer-file networks for the representation of collaboration, file-bug networks
for the distribution of bugs among the files, and change coupling networks for inter-
dependencies between the files. In this work, we concentrate on the change coupling
networks which we select to investigate the evolution of the structure of software
projects. In former studies (Honsel et al. 2015, 2016a), we already showed the appli-
cability of change coupling graphs for the simulation of software evolution, but the
mining part was done manually and, thus, the evaluation could not be performed on a
big scale. As defined in Sect. 2.1, a change coupling network consists of a set of nodes
N = fi1,..., fn including all files f;,i € {1, ..., n} and n the number of files that
have been changed together with another file in one commit at least twice. An edge
is the linkage of two nodes based on common changes in the commit history. Each
further co-change increases the weight of the edge by 1.

For a visual representation of these networks, we use the tool Gephi (Bastian et al.
2009) which supports network analysis and visualization. Besides the number of nodes
and edges over time, Gephi provides several statistics and network metrics. We use
the following for our analysis:

— Network modularity The modularity of a graph mod(G) is an indicator of how
good the graph can be divided into clusters. Clustering based on the modularity
uses a quality function to grasp the goodness of partitions (Fortunato 2010). The
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Fig.7 Change coupling graph of Giraph after the first year of development

actual graph is compared with the so-called null model, that preserves the structure
of the graph except for any community structure.

— Network density The network density sets the number of possible ties in a network
in relation to the actual ties. Thus, a network largely connected is dense.

Since this work aims to assess more the distribution and the overall connectivity of
files instead of ranking individual files, we neglect the node degree or other network
metrics indicating the importance of single nodes.

For detecting clusters within the change coupling graphs, we use the clustering
method based on the modularity function provided by Gephi. Gephi uses a greedy
optimization method to optimize the modularity (Blondel et al. 2008). In the change
coupling graph, these clusters represent logically related software entities, e.g., all
files implementing the GUI of a software product.

We present an example for a change coupling network in Fig. 7. Figure 7a shows the
full change coupling graph of Giraph. There, two large and one smaller communities
can be obtained. A closer look at the blue community (Fig. 7b) reveals that it is a
JSON package.

Usually, the used algorithm produces a structure similar to the actual packages, but
itis possible that some packages are clustered together due to strong interdependencies
or, vice versa, that packages are split into smaller ones, if they are not often changed
together or rarely changed at all.

In our software networks, also additional information like the owner of the file is
stored. The ownership is identified by the proportion of touches to the the file, i.e.,
the developer who performed most changes to it owns it. In the simulation, the files
the developer changes are selected randomly for the first file. If the commit includes
more than one file change, than the selection of further files depends on factors like
ownership, the category and former changed files by the developer.
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Fig.8 Components of the overall process of automated parameter estimation

4.3 Mining framework

To gather required parameters for the instantiation of our simulation model, the follow-
ing mining framework is proposed. Our mining framework requires data that is created
by SmartSHARK (Trautsch et al. 2018). SmartSHARK contains a set of different tools
that collect data from VCS, ITS, and mailing lists. All collected data is stored in a
MongoDB. To generate the simulation parameters, the following four components,
depicted in Fig. 8, are essential.

Developer information provider This component collects all developers that are
authors of at least one commit of the analyzed project. Afterwards, two tasks are
performed. First, the identities of the developers are merged using an adapted
identity merging algorithm based on Goeminne and Mens (2013). This is neces-
sary, for example, if one and the same developer uses different email addresses.
Second, developers are classified into different types according to the simulation
model.

Bug information provider This component provides information about the number
of bugs that are created and fixed per year. Furthermore, all bug priorities of the
ITS are mapped to the priorities of our simulation model.

Commit analyzer This component investigates all commits of the analyzed project
and computes required probabilities to model the contribution behavior of the
developer types. This means, the number of updated, added, and deleted files
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Fig.9 Overall process of parameter mining and simulation of software evolution

per commit as well as the number of commits by type are analyzed to calculate
the geometric distribution probabilities. Currently, we use two commit types:
an general commit type and a bugfix. The commit classification is based on
manually validated data by Herbold et al. (2019) is provided by SmartSHARK.

Change coupling creator This component creates the change coupling graph of the
analyzed project based on the revision history for every year or any selected point
in time. The change coupling graph is extended with additional file information
about developer touches and assigned categories. This information is used to
instantiate the simulation model at any given point in time.

The parameters generated by the first three components are exported as one JSON
file. A parameter set is required for every instantiation of the simulation model. The
change coupling graph is exported using the DOT format and will be used to instantiate
the simulation based on a snapshot of the analyzed software at any desired point in
time.

4.4 Overall process

Our approach combines the areas of software repository mining used for the automated
estimation of simulation parameters and agent-based simulation used to simulate soft-
ware evolution. The overall approach is depicted in Fig. 9.

This process is described in more detail below by explaining the individual steps
required to analyze any project. A more technical description of these steps can be
found in the general workflow! and in the documentation of the used tools.

1 https://github.com/dhonsel/SimSE/blob/main/docs/workflow.md.
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1. Create a MongoDB with all required data to execute our parameter estimation tool.
For this, the desired open source project should be analyzed with SmartSHARK.?

2. Create simulation parameters and change coupling graphs with additional infor-
mation to instantiate the simulation model at any year. For this, the before created
MongoDB is required by the automated parameter estimation tool (Honsel 2020a).

3. Parameterize the simulation model (Honsel 2020b) with the parameters just
obtained. Then, the simulation can be executed.

4. To improve the simulation results or to compare two different simulation runs, the
runtime parameters can be changed before each simulation run as described in the
documentation. Furthermore it is possible to start the simulation on the basis of
real data on a desired year.

5. Evaluate the simulation results. Based on the research questions in mind, the
evaluation method is chosen. For the comparison between different simulation
runs as well as the assessment of the quality of simulation results, e.g., error
measures can be used. It is also possible to train models on the empirical data and
compare these with simulated results. An example for such an evaluation script is
the replication kit belonging to this paper (Herbold 2020) which compares different
simulation models gained from empirical project data.

This approach can be used to analyze several aspects of software evolution depend-
ing on your point of view. For researchers, the different snapshots of software projects
can be used for, e.g., the analysis of software evolution trends. For project managers,
simulation results can reveal important insights and, thus, can aid in decision making
for software project planning.

Furthermore, the runtime parameters allow a project manager to run through dif-
ferent project runs using a kind of feedback loop to improve the simulation result.

5 Evaluation

In contrast to former studies, we can perform a larger evaluation of the proposed
simulation model since the parameter estimation does not need to be done manually
anymore. We are especially interested in the quality of a basic model of software evo-
lution compared to models fed with different amounts of project-specific information.
In previous studies, we always initialized the simulation model with knowledge from
one project or the average behavior of a small set of OSS projects. The new mining
tool allows us to build project-specific simulation models. Overall, we aim to answer
the following research questions (RQs):

RQI Is a project-specific simulation of software evolution better than a simulation
with average project behavior?

We aim to assess the impact of a project-specific parameter estimation. One aspect
that did not become clear during our previous studies is if parameter tuning for the
behavior of agents, i.e., the developers, can yield better results. Besides, there exists
no evidence in literature (Herbold 2019) to which extent the usage of empirical data

2 https://github.com/smartshark.
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for parameter estimation is beneficial for the simulated results. This establishes an
extra motivation to perform different tests on this aspect.

We derive the following hypothesis belonging to this research question:

H1 We assume that a project-wise simulation model can yield significant better
results in terms of the NOC and the NOF than the baseline model.

The second research question aims the answer whether a simulation model that is
initialized after one third of the project can improve simulation results.

RQ2 How accurate is a long-term prediction of software evolution trends compared
to a short-term prediction?

H2 We expect that a snapshot-based simulation model can yield significant better
results in terms of the density and the modularity of the change coupling graph than
the project-wise simulation.

Taking a real snapshot for initialization could improve the change coupling metrics,
since in contrast to the other initialization setups, the structure of the change coupling
graphs is not solely controlled by the change behavior and change history of files.

5.1 Design and objectives

Since the proposed mining framework builds upon SmartSHARK, we evaluate our
approach using a subset of Apache projects contained in the SmartSHARK database.
We have selected 10 actively developed projects that differ in size, duration, and
contribution. Details of the projects are depicted in Table 1.

For our experiments we selected the following ten Apache? projects:

Commons Collections—an extension of the Java Collections Framework;
Commons 10—a collection of 1/0O utilities;

Commons Lang—additional functionality for classes in java.lang;

— DeltaSpike—a collection of portable CDI extensions;

Directory Fortress core—a standards-based authorization system using an LDAP
backend;

Giraph—an iterative graph processing system;

Gora—a framework that provides an in-memory data model and persistence for
big data;

— JSPWiki—a WikiWiki engine;

— Nutch—a production ready web crawler;

— Zookeeper—a centralized service for distributed systems.

The team constellation is determined using our proposed commit threshold based
approach (as described in Sect. 4.2). We target to achieve a high range in the system
size and team constellation within the selected projects, i.e., we consider a projects’
team size from ten to 139 developers.

For each examined software project, we instantiate the different simulation models
with project-specific parameters required for our comparison. Thereby, we have three

3 https://www.apache.org/.
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different settings for each project included in the case study: the project-specific ini-
tialization, where all parameters are estimated individually, an average model, where
the average over the work of developers per commit is used, and a simulation fed with
project information from the first third of the observed project duration.

For ground truth, we utilize the empirical project data retrieved from our mining
framework. The mining process covers different aspects of software evolution. This
establishes the first step of our investigation since all models are parametrized based
on empirical data. Thus, the amount of developers of the obtained developer types is
determined including the effort spent by the developers when they perform a com-
mit, i.e., the addition, modification, and deletion probabilities of files. The amount
of changes contained in a single commit can vary a lot among the projects due to
different coding styles, commit behavior of involved developers, and also the size of
the changes. Besides the file change distribution and developer roles, we consider the
related growth in NOC and NOF which can be easily measured analyzing the VCS.
All metrics are calculated and compared yearly.

For the structural evolution of the project, we build the corresponding change
coupling networks for each year, i.e., the representation of the relationship between
co-changed files. Here, we trace the modularity as well as the density over the years
as described in Sect. 4.2. The growth of the graph is based on the behavior of the
developers as well as the package structure of the project in the average as well as
in the project-specific simulation. For the snapshot, the mined change coupling graph
after one third of the project is taken as input for the following remaining simulation
period. We chose one third of the project as offset for the snapshot simulation because
we assume this to be an sufficient timespan such that the initial phase is over, but that
the project is not yet in a mature state which could have the potential effect of over-
fitting. Besides, a sufficient amount of remaining years is required to establish a fair
comparison of simulation results. For the comparison of the resulting change coupling
networks, we compare the network modularity and the network density evolution.

In summary, we have for each project and each metric four observation sequences:
the empirical trend, the average simulation initialized with the average commit behav-
ior over all projects, the project-specific simulation, and the snapshot simulation
starting after one third of the software project.

5.2 Evaluation measures

First, we compare the prediction error introduced by the average simulation model
with the error occurring when using the project-specific simulation model for the ten
projects included in this case study to evaluate R Q1. The error is calculated considering
the deviation to the empirical trend. For answering R Q2, we compare the observation
sequences produced by the project-specific simulation with the sequence generated by
the snapshot model. Here, the comparison starts the first year after the offset which is
used as input for the snapshot, i.e., after the first third of the projects’ current lifespan.

For both test series we follow the same evaluation scheme:
1. Calculate MAE and RMSE

To measure the error of the prediction, i.e., in our case the simulation results,
compared with the empirical observation values, we use the Mean Absolute Error
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(MAE) and the Root Mean Squared Error (RMSE) (Willmott 1982). Both are
commonly used to evaluate prediction models. Both, MAE and RMSE, measure
the average dimension of a set of prediction errors, but due to the square root in
the case of RMSE large errors are penalized more.

2. Test Normality
The choice of the statistical tests for comparing two populations depends on their
distributions. Thus, we test the normality of the two observation sequences using
the Shapiro-Wilk test (Shapiro and Wilk 1965). The null hypothesis for the Shapiro-
Wilk test is that the population is normally distributed. This means, that for a single
test a significance level of @ > 0.05 indicates a normal distribution. To counteract
incorrectly rejected null hypothesis occurring when testing multiple hypothesis,
we apply Bonferroni correction (Shaffer 1995) adjusting & = 7 with n the number
of Shapiro-Wilk tests. In our setup, we compare the MAE and the RMSE for the
project-specific and the average simulation for the four metrics (16 tests) in the
first test series. We do the same for the second test series with the snapshot based
simulation and the project-specific simulation initialized with a snapshot. Hence,
we have a significance level of 55 = 0.00156 for normality testing. Since we
identified nine out of the 32 populations as not normally distributed, we based the
choice of the following tests on this observation.

3. Assess Difference between Populations
For populations where at least one is not normally distributed, the Wilcoxon Signed
Rank Test (Wilcoxon 1945) can be applied to test whether the difference between
the observations is significantly high. The Wilcoxon test compares two popula-
tions. We perform the test 16 times. Applying Bonferroni correction, this implies
a significance level of @ = {¢z = 0.0031. Since not all observation sequences are
normally distributed, we report the median values as main trend of the data.

5.3 Results

In this section, we present the results of our case study and answer our research ques-
tions. Before we go into detail about the analysis performed for the two research
questions, we present some interesting mining results about the evolution of the
selected software projects. All used data is published in a replication kit (Herbold
2020).

Growth trends and network evolution

With our simulation model in combination with our mining framework, we are able
to reproduce different growth trends. As an example for common growth trends, we
plot the growth measured in the number of files for the three open source projects
Commons-io, Gora, and Zookeeper. These projects were selected because each of
them has a different growth trend. The results are depicted in Fig. 10.

The examples show an approximately sub-linear growth in the case of Zookeeper,
an approximately linear growth trend for Commons-io, and an approximately super-
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and a linear fitted function by the red line (color figure online)

linear growth for the project Gora. According to Paulson et al. (2004), all growth
trends can be fitted with a linear function.

For the evolution of the change coupling networks, we observed that the network
density in the selected projects is always very low, i.e., lower than 0.25 as usual in
larger networks and over the time. In contrast, the modularity of change coupling
networks is rather high, i.e., between 0.5 and 0.8 in a mature state of the project (in
the beginning also lower values are possible).

We exemplify the evolution of change coupling graphs in Fig. 11 and in Fig. 12.
The graphs are presented for every two years of the projects lifespan. All graphs are
colored based on modularity clustering (Blondel et al. 2008). The first graph shows the
evolution of file dependencies of Zookeeper. There, a bigger, dense subgraph emerges
over the time with some smaller clusters around. This behavior can be often observed
for this kind of graphs. In our study, almost all projects showed this behavior. This
means that huge parts of the software are interrelated. The evolution of Commons Lang
is depicted in Fig. 12. This example shows an alternative behavior. Here, the graph
evolves similar in the beginning, but the size of the clusters is more balanced at the
end of the project. From the software engineering point of view such a development
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Fig. 12 Evolution of the change coupling network of Commons Lang

is more desirable because file changes may not have so many dependencies entailing
further changes to other parts of the software.

The above observations can be explained considering the related evolution of the
modularity metric. From Fig. 13, that shows the evolution of the change coupling
modularity for Zookeeper for all simulation modes compared to the empirical trend, we
gather that the snapshot simulation can increase the proximity to the real evolutionary
trend. Compared with the same plot for Commons Lang in Fig. 14, we see that this
does not have to be the case. Additionally, the values for Commons Lang are higher
than for Zookeeper with a rise after half of the projects duration. This rise is also
visible in Fig. 12 comparing the change of the graph structure from the year 2008 to
the year 2010.
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RQ1 Is a project-specific simulation of software evolution better than a simulation
with average project behavior?

For answering RQ1, we compare two different simulation setups. The first setup
initializes our proposed simulation model for software evolution with project-specific
parameters as described in Sect. 4.1. We are interested in the improvement of such
a parameterized model compared to a model using the average commit behavior of
developers. This helps us to find out how important the distribution of changes of
developers is for the growth of the software as well as the structural evolution. We
measure this effect by comparing the two size related metrics NOC and NOF as well
as the two network metrics modularity and density over the time, i.e., for each year and

@ Springer



Automated Software Engineering (2021) 28:3 Page250f37 3

w mode w mode
Looe- B average gos- & average
B project-specific ‘ B project-specific
4 - 21 |

density modularity
metric metric

(a) density (b) modularity

1500 -

1000 - mode w mode

& average L 400~ & average
® project-specific ® project-specific

500~

Noc NOF
metric metric

(c) NOC (d) NOF

Fig. 15 Boxplots of MAEs for all projects

simulation type. Then, this two observation sequences are pairwise compared to the
empirical observations. Therefore, we follow our evaluation scheme from Sect. 5.2.
To determine the deviation from the simulation to the empirical values, we calculate
the MAE and RMSE for each metric and project.

Figure 15 shows the distribution of errors (MAE) among projects for each metric.
Here, it can already be seen that there generally is a larger margin for the average
simulation than for the project-specific one. This is due to the fact that an average
commit behavior may be appropriate for some projects, but may produce a larger
error in other projects, e.g., with many low or high contributing developers. Overall,
the differences between the two performances do not seem to be huge. We observed
the same for the RMSE values (see “Appendix A”. For measuring the significance,
we proceed with step two from our evaluation scheme. The Shapiro-Wilk test resulted
in not normally distributed for four out of sixteen populations. Thus, we check the
difference between the population using the Wilcoxon Signed Rank test (step 3).

Table 2 lists all retrieved median values. For this comparison, we could not detect
any significant results. Although no significant improvement can be determined, we
observed that the simulation using the average change probabilities of developers
performs best for mid-size projects. We illustrate this finding in Fig. 16. The NOF
correspond to the number of nodes in the change coupling graph. The yearly evolution
of this metric for the different simulation models as well as the empirical growth is
shown. The figures support the assumption that for smaller projects (Gora) measured
in the total number of commits, the average change behavior produces too few file
actions of developers, because the developers contribution frequency is lower. As
expected, mid-size projects like Zookeeper perform well with the average simulation
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and for large projects (Commons Lang) it has the opposite effect. There, the average
change probabilities result in too many file changes.
Thus, we can answer R Q1 the following:

Inaverage, a project-specific initialized simulation model does not yield better results
than a simulation model where the file change behavior is parameterized over all
projects included in the case study. The average simulation model performs best for
projects with a medium amount of effort spent by the developers.

RQ2: How accurate is a long-term prediction of software evolution trends compared
to a short-term prediction?

For RQ2, we proceed the same way as for RQ1. For this question, we compare the
project-specific model with the model which takes a complete snapshot after one third
of the current lifespan as input. We use the same ten open source software projects for
this comparison and shorten the observation sequence produced by the project-specific
model that it fits the snapshot observations. The comparison starts after one year since
the snapshot initialization. Once again we follow our evaluation scheme described in
Sect. 5.2. In doing so, we first calculate our error measures.

In Fig. 17, the distribution of the MAE for all metrics is shown. Thus, it appears
that whereas the project growth metrics do not improve, the error rate for the network
metrics is lower for the snapshot simulation. The Shapiro Wilk test identifies three out
of sixteen populations as not normal. Hence, we apply the Wilcoxon test again.

Table 3 shows all median values. Significant differences in the populations are
bold. Thereby, a significant improvement in the modularity of the change coupling
network can be confirmed. This meets our expectations in so far that commit frequency
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Fig. 17 Boxplots of MAEs for all projects

can be simulated easier than the distribution of changes among the files, since the
intention of the developers as not directly visible from mining. As the density of the
retrieved change coupling graphs of all OSS projects from the study is in almost all
cases below 0.25 or as in one case slightly higher in the beginning of the project,
we assume this to be the reason for no significance in the results in terms of the
density. Moreover, the density of change coupling graphs evolves slowly without
getting noticeably higher. From the perspective of software engineering, a steady and
low density is good because it indicates a separation of structural connected entities in
the commit behavior. Though, a high modularity can indicate hard to maintain areas.
We answer R Q2 the following:

In average, a simulation model based on a snapshot can yield better results than only
a parameterization with project-specific parameters. Most striking, the graph metrics
of the change coupling graph can be improved. The error rate for the modularity
yields significantly better results for the snapshot based model.

5.4 Discussion

In this paper, we compared different simulation models for the prediction of future
trends in software projects. We were especially interested in the growth of the sys-
tem in the number of files and the number of commits as well as the structural
evolution expressed by change coupling graphs which describe file dependencies
by common changes. We suggested to parameterize software evolution models with
project-specific parameters as well as to utilize a whole snapshot of a project as initial-
ization. To achieve this, we proposed a mining framework closely working together
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with a simulation framework. For evaluation, we tested different initializations of soft-
ware project instances. We performed two experiments in our case study, one for each
research question. For the first question, we compared the project-specific simulation
with the simulation model using average change probabilities of developers. Here, we
observed no significant differences considering the system growth in NOC and NOF
as well as the change coupling evolution in density and modularity.

Hence, we reject H1 that a project-wise simulation model can yield significant better
results in terms of NOC and NOF than our baseline model.

This establishes a surprisingly good result for our baseline model, since it gives
evidence that the general commit behavior and file growth of OSS systems can be
mirrored by quite simple assumptions behind the agent-based simulation model.

The second research question compared the project-specific simulation with a sim-
ulation model which takes the whole state of a project snapshot after one third of the
lifespan as input. Here, we were able to prove significance for the metric modularity
for the snapshot initialization.

We reject H2 that a snapshot-based simulation model can yield significant better
results than the project-wise simulation model in terms of the modularity and the
density of the change coupling graph. Considering only the modularity of the change
coupling network, we can accept the hypothesis.

Implications for researchers and project managers

To summarize, these findings showed that for a prediction of the general trend the
baseline as well as the project-wise simulation models perform well. For deeper inves-
tigations of software quality, e.g., to control change coupling since a high change
coupling can indicate hard to maintain areas and structural issues such as architec-
ture decay (D’Ambros et al. 2009), the usage of the snapshot-based model can be
beneficial.

The overall goal of this study was to make the validation of simulation models
using real data more feasible. We believe that we reach this goal by the automation
of the parameter estimation steps and the usage of an analysis script. In doing so, we
work on the empirical data and have the possibility to process the same desired aspects
to predict in the simulation framework which already provides the foundation for the
validation. Still, if, e.g., the research focus is changed, it may require an adaption
of the analysis script and maybe also of the simulation itself. From our experience,
we recommend using empirical data for the calibration and validation of simulation
models.

Additionally, we think that the feedback loop established by testing different param-
eters, e.g., adding a developer to the project, can help project managers in decision
making. Coming back to our motivating scenario, the project manager can use the pre-
dicted number of files and commits under the current team constellation as decision
help for the onboarding process.

Compared to other prediction models which exist to predict, e.g., the effort of
developers, we present a more global view on the software project involving side

@ Springer



Automated Software Engineering (2021) 28:3 Page310f37 3

effects of distinct behavior. Considering other simulation models giving a global view
on software evolution, the models are too diverse to be compared directly.

5.5 Threats to validity

In this section, we address some threats to validity concerning our work. Considering
the internal validity, we recognize that the evaluation depends on the choice of the
metrics to describe the software evolution process. Thereby, it also depends on our
conception of software evolution. For the design of a simulation model it is required
to find a balance between model assumptions going into the model and knowledge
that comes from outside. Thus, we had to identify the most important factors driving
software evolution to prevent the model from becoming too complex. As such, devel-
opers and their behavior are very important to model accurately (Girba et al. 2005). We
already argued why we use our developer classification in Sect. 4.2. We measure the
growth of the system in NOF and NOC, because combined they reflect the trade-off
between the output and the frequency of work of developers. Also, we use change cou-
pling graphs and network metrics which are a common choice to model co-changes in
literature. Still, other metrics could reflect other growth and activity trends of software
evolution, e.g., size of the commits in LOC, number of active developers, number of
open bugs, or the number of pull requests.

The choice of the projects affects the external validity. For our case study, we
selected OSS projects of different size, duration, and team constellation to guarantee
representativeness and respect diversity of projects. Moreover, we consider different
growth trends via our project selection. Still, the findings from our case study may
not be representative for other projects and their context, especially for closed source
projects. The differences can lie in the motivation, background of developers, organi-
zation, timeline, or given process models. Hence, it would be worth investigating the
validity of the results for other project types.

In this study, we were specially interested in the validity of simulation studies
which raise special threats to validity in software engineering. De Franca et al. (2016)
take possible threats in software engineering studies using simulation techniques into
account and identified a set of guidelines to deal with them. For such studies, the
validity testing has to take place on different levels. First, since the simulation naturally
underlies some stochastic processes, it is needed to test the variance of the different
simulation runs and beyond several parameter sets. The stochastic itself also has to be
tested for the usage. The next level of validation specifies the balance between model
assumptions and knowledge from outside the model. An imbalance can diminish
the comprehensibility. By our mining process we satisfy two levels at once: First,
empirical findings are validated in advance before becoming part of the model and
second, we establish validity by the use of real software projects. However, the ground
truth generated this way again relies on the chosen projects. Moreover, changes in the
assumptions regarding the design of the simulation model for software evolution may
also change the results although we tried to keep the rate of inherent knowledge low.
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6 Conclusion and future work

This paper presents an approach to use and validate agent-based simulation models
for the assessment and prediction of software evolution. Our investigation starts with
the main driver of software evolution, the developers. For the parameterization of the
simulation model, we identified developer roles, change probabilities and frequen-
cies, related file growth, and file dependencies. The process of software evolution is
controlled by the behavior of developers as active agents in the simulation. Starting
from this general description of software evolution, we build four simulation models
to evaluate how much project information is needed to avoid prediction errors. The
novelty of this approach lies in the combination of different techniques to achieve
this goal. For the parameter estimation, we use repository mining which enriches the
simulation with knowledge retrieved from empirical data.

Since a simulation can only be as good as its model, it is required to create the
model and choose its parameters carefully. Good models require some balance between
empirical realism and simplicity (Maria 1997). A big part of our model depends on
the work of the developers, since they create, update, and delete the files. This work
controls the file evolution of the software under simulation and thus, the size of the
change coupling graph. The structural evolution of this graph is based on assumptions
of the work of developers, e.g., that they tend to work on certain areas of the software
again if they already changed them before. As such, our model is fed with heuristics
from real software projects, e.g., how often the distinct developer types core, major,
and minor developers contribute to the project, but also some assumptions are made.
Our case studies showed that such a simulation can produce realistic results and, thus,
be very useful for trend prediction or to play the what-if game. In addition, we found
that a model initialized with a snapshot after one third of the project can yield better
prediction results, especially for the representation of the change coupling graph.

Possible directions of future work include a change of the focus of targeted software
evolution scenarios which can have an impact on the results and the scope of the
simulation. The current simulation model is extensible to other research questions,
one direction could for example be the impact of team structure dynamics. Therefore,
we plan to investigate the impact of phases with very low or high developer activity
and identify possible causes, e.g., a rise of activity before a release is planned. For
this, we aim to use the dynamic developer contribution model introduced in Honsel
et al. (2016b).

Since the current model does not reflect bug introduction properly, it would be
worth investigating how this could be modeled based on the changes by the developers.
Therefore, we also want to map the changes performed in a commit to certain tasks
and their difficulty. Then, based on the experience of the developer and the task she is
working on a probability can be calculated of the bug introduction. But, for this, we
will also need a task assignment strategy.

To maximize the generality of our results, we also plan to introduce more projects
of different size and complexity. We would especially be interested in experiments
in the closed source context, because we would expect some changes in the work
of developers there. Vice versa, it would be worth investigating of the specialty of
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projects, e.g., whether sudden periods of inactivity or major design changes could be
predicted with a high certainty. *
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A Boxplots for RMSE for RQ1

Fig. 18 provides details about RQ1. It shows the boxplots for RSME for all projects
under the given setting.
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Fig. 18 Boxplots of RMSE:s for all projects

4 https://www.simzentrum.de/en/research-projects/.

@ Springer


http://creativecommons.org/licenses/by/4.0/
https://www.simzentrum.de/en/research-projects/

3 Page34of37 Automated Software Engineering (2021) 28:3

B Boxplots for RMSE for RQ2

In Fig. 19 the boxplots for RSME for all projects containing details about RQ2 are
shown.
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